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Abstract—Despite the importance of software qualities, they
are not well understood, especially in the context of the interre-
lationships between qualities. A number of systematic mapping
studies have been conducted prior to 2015 to summarize the
literature on the topic and to identify research gaps. To provide
a better understanding of the current state of the art, we
conducted a systematic mapping study on relevant studies from
2015 to 2019 through a database search and a subsequent
snowballing approach. In total, 18 studies were selected as the
study subjects wherein we evaluated the types of software quality
interrelationships and the qualities that comprise them. Based
on our findings, we report on the progress made to address
previously identified research gaps.

Index Terms—software quality, software quality interrelation-
ships, systematic mapping study

I. INTRODUCTION

Software qualities play a critical role in the potential for

success of software systems. The realization of these qualities

and the non-functional requirements that specify them often

depend on decisions made across the system and can have

a multiplicative effect on the overall cost of the system [1].

Despite their significance, they are considered to be poorly

defined, understood, and difficult to measure [2]. A com-

pounding difficulty that arises when addressing non-functional

requirements lies in the relationships between the quality

attributes. These relationships are apparent, as making changes

to a system to address one software quality can affect one or

more other qualities. Thus one often needs to prioritize and

balance between the various software qualities depending on

the system and its stakeholders.

Various models and frameworks have been proposed to char-

acterize the relationships between qualities, and there has been

ongoing work to attempt to address conflicts between qualities

[3] [4] [5]. However, previous studies and reviews looked at

conflicts between software qualities and have identified gaps

in the literature:

1) Some studies did not provide any definitions for the

quality attributes [2] [6] [7] [8].

2) A very wide range of vocabulary was found to describe

software quality attributes [2] [6] [7] [8] [9].
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3) A very small amount of research provided any empiri-

cally validated results [7] [8] [9] [10].

4) There was a lack of discussion of research validity on

the approaches [9].

5) Quality trade-off approaches predominantly focused on

earlier phases of software development [9].

6) Automatic approaches are needed in quality interrela-

tionships detection [10] [11].

7) The nature of these quality interrelationships were still

not captured [7] [8].

In the interest of providing a better understanding of the

current state of the art in this field and evaluating the progress

in addressing those research gaps identified in previous works,

we have conducted a systematic mapping study in the area of

interrelationships between software qualities on studies that

were published from 2015 to 2019.

II. RELATED WORK

Various related studies and reviews were available in litera-

ture prior to 2015 which identified gaps in the software quality

interrelationship space.

Svennson et. al [11], included 18 studies in a literature

review study on quality requirements management. The author

classified the studies into the following categories: elicitation,

dependencies, metrics, cost estimations, and prioritization.

However, the authors were not able to identify which method

was most suitable to use for identification of interdependencies

among quality requirements.

In and Boehm [12], conducted a comparative analysis

through a case study on 12 projects using two exploratory

knowledge-based tools (QARCC and S-COST) for conflict

identification and resolution among stakeholders. Theoreti-

cally, QARCC could identify potential quality-conflict issues

by generating relationships of the input quality with all the

other qualities. An example given was a potential conflict

between dependability and interoperability.

García-Mireles et. al [6], conducted a review study on a

set of empirical publications reported in a mapping study [9].

The authors reported the popular methods used by software

organizations to manage interactions between quality charac-

teristics and the types of quality models used to define quality

characteristics.
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Barney et. al [9], provided an overview of software quality

trade-offs in general through a systematic mapping study of

168 publications. The study focused on the process of handling

quality trade-offs, rather than identifying their nature.

Mairiza et. al presented a series of studies on non-functional

requirements and the conflicts among them. The authors identi-

fied techniques and methods used to manage conflicts between

non-functional requirements [8], categorized non-functional

requirements into 3 different classifications: definitions; types;

and applicable domains [2], and presented potential conflicts

among these non-functional requirements [7] [13].

The following review and mapping studies were conducted

after 2015; however, they do not fully address software quality

interrelationships as described in the following ways.

Aldekhail et. al [10], explored approaches of conflict anal-

ysis identification through a comparative study including 20

studies dated from 2001 to 2014. The authors classified these

studies into 4 classifications, the type of requirements and

the type, scope, and representation of the approaches. This

comparative study only provided an overview on functional

and non-functional requirement conflicts identification, rather

than the nature of conflicts themselves.

Me et. al [14], performed a systematic literature review

on interactions between architectural patterns and quality

attributes. They identified several ways to characterize these

interactions; however, they note that most of their 99 se-

lected primary studies provided insufficient information to be

classified. They also identified a need to further validate the

consistency of interactions when the pattern is implemented

on its own or in combination with other patterns. While

most frequently occurring quality attributes are identified,

interrelationships between them are not considered.

Ijaz et. al [5], conducted a systematic literature review

on non-functional requirement prioritization techniques which

included 30 studies from 2008 onward. They identified 25

prioritization techniques as well as common limitations in the

approaches. These limitations include a lack of scalability for

larger data sets and a lack of validation for some approaches.

While interdependencies between functional and nonfunctional

requirements are mentioned as a challenge, these interdepen-

dencies are not within the scope of the study.

García-Mireles et. al [15] investigated the relationships

between software product quality characteristics and green in

software sustainability (producing more sustainable software

products). Based on the primary studies, the authors identified

several potential positive and negative interactions between

product qualities from ISO/IEC 25010 and sustainability as-

pects. While this mapping study addresses relationships be-

tween quality characteristics and sustainability, it does not

speak to the more general interrelationships between the

quality characteristics themselves.

III. RESEARCH METHODOLOGY

This section presents a detailed description of the research

methodology of this systematic mapping study.

With the goal of minimizing research bias while maxi-

mizing the relevant work to be included, we developed a

structured approach guided by the updated guidelines provided

by Petersen et. al [16]. Our approach consisted of a set of

research questions, a search strategy with selection criteria,

data extraction, and data analysis.

A. Research Questions

Motivated by the findings from previous systematic studies,

we look to assess the trends in software quality interrelation-

ships. Specifically, we answer the following research questions

related to the gaps introduced in Section I:

• RQ1: Are software qualities defined and are they consis-

tent in their definitions?

This research question looks to address gaps 1 and 2.

To answer this research question we investigated the

software qualities being mentioned in software quality

interrelationships to see whether definitions for quality at-

tributes continue to be omitted in the literature. We further

look at the top 5 most commonly considered qualities to

examine whether the highly investigated qualities in this

area have changed and if the bases for their definitions

are consistent across the studies.

• RQ2: How are software quality interrelationships studies

being evaluated?

This research question looks to address gaps 3 and 4.

We first classified each study as to whether they were

reporting a relationship or whether they were proposing

a method to identify or manage quality interrelationships.

We then mapped the studies based on whether they

reported an empirical study, a case study, or no evalu-

ation with regards to their methods or interrelationship

reporting.

• RQ3: What approaches are being used in quality interre-

lationship studies?

This research question looks to address gaps 5 and 6.

Previous work had focused on addressing software quality

interrelationships at earlier stages of software develop-

ment [9], and it was noted that automatic approaches

are needed in requirement conflict detection [10]. In

our study, we mapped each study as "early" if their

methods or interrelationships were applied to process,

architecture, or requirements. Approaches were classified

as automatic if some tool was used to analyze and detect

requirement conflicts as in [10]; we similarly evaluated

whether the studies involved use of a tool to address

quality interrelationships.

• RQ4: What are the characteristics of software quality

interrelationships?

This research question looks to address gap 7. Prior work

noted that conflict identification techniques were limited

to only a high level [8], thus we look to see if this

holds for other quality interrelationships. To answer this

RQ, we evaluated the types of interrelationships being

reported in the studies, as well as whether the studies

mentioned a type of metric used to evaluate the strength
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of the interrelationship. For this study, interrelationship

strength is defined as any description beyond the presence

or absence of a quality interrelationship.

B. Database Search
With the goal of obtaining a list of candidate studies, we

performed a thorough database search.
1) Search Terms: Taking PICOC (Population, Intervention,

Comparison, Outcomes, and Context), [17] into consideration,

we derived a set of keywords for our research questions (as

shown in Table I). Quotes are used for key phrases and

wildcards(*) for keywords whose endings transform when

pluralized. Since previous work indicated that many studies

were not empirically validated [7] [8] [9] [10], we excluded

"Outcome" to ensure all relevant studies were considered.
Related terms within population and intervention were iden-

tified from ISO/IEC 24765 (Systems and Software Engineer-

ing - Vocabulary) [18] and the Software Engineering Book of

Knowledge [19]. To construct the final query, intra-set terms

were connected with boolean ORs, and sets were combined

with boolean ANDs.
2) Database Sources: IEEEXplore, ACM Digital Library,

and Scopus were selected based on the recommendation of

the systematic mapping study guidelines to ensure a thorough

sampling [16]. The following query was used for title, abstract,

and keywords:
(("software engineering") AND ("nonfunctional

requirement"OR "quality requirement"OR
"design constraint"OR "software qualit* ") AND
(relationship OR dependenc* OR conflict OR synerg* OR
tradeoff OR interaction) ) 1

C. Study selection
This section describes the selection process of the candidate

studies in depth. Figure 1 illustrates the overall process.
1) Selection Criteria: To answer our research questions,

we developed a set of inclusion and exclusion criteria to find

relevant works.
Inclusion Criteria:
• Relevance: Papers should address interrelationships be-

tween software product qualities in software engineering.

• Language: Papers should be included only if they were

available in English.

• Time period: Papers should be included if they were from

the time span of January 2015 to December 2019.

Exclusion Criteria:
• Unrelated Software Qualities: For example, software

quality can include process quality, which was considered

out of scope.

• Clarity of relationship: Papers should be removed if their

relevance or subject matter were not clear from the full

paper reading.

• Availability: Papers should be removed if they were not

available in full-text from available databases.

1Since ACM Digital Library does not take wild cards into consideration
with phrases and does not have a field for keywords, qualit* was substituted
with "quality OR software qualities"and search was done for title and abstract.

2) Identification of the start set: The start set can be

identified by using the search query described in Section III-B1

to query the online databases mentioned in Section III-B2.
Figure 1 illustrates the overall selection process of our

systematic mapping study. Out of 1710 papers from an initial

database search, the results were refined by year, 2015-2019,

and duplicates were removed to yield 465 papers.
Two rounds of review were conducted on these papers, with

consensus meetings held after each round. In the first round,

the papers were independently evaluated based on the titles

and abstracts. Papers that were deemed relevant by at least one

author were passed to continue into the next round, yielding 62

papers. In the second round, the papers were read in full and

detailed discussions were followed up. Extended and revised

journal versions of conference papers were retained and the

conference versions removed from the set.
At the end of this process, we identified 12 relevant papers,

which were included in the start set.

D. Snowballing Search
For each paper in the start set, we conducted a backward

snowballing search on its references and a forward snow-

balling search on its citations, following the guidelines in [20].
1) Backward Snowballing: We first refined the year of each

referenced paper to exclude any papers that were published

before 2015. Then the titles and abstracts were reviewed

to determine which to pass into the next round. Next, the

inclusion and exclusion criteria were applied based on a full-

text reading. Papers that were identified as relevant were added

to the start set, and this process was repeated until no new

papers were identified. As a result, 530 papers were extracted

and 4 papers were added to the start set. At the end of this

process, there were 16 papers in the start set.
2) Forward Snowballing: The citations of each paper in

the start set were identified from their host site (IEEEXplore,

Springer Link, etc.). The same review process was conducted

in this search. Relevant papers were added to the starting

set, and this process was repeated until no new papers were

identified. As a result, 50 papers were examined and 2 papers

were added to the start set.
At the end of the forward snowballing search, we obtained

18 relevant papers as the final set for our study.

E. Data Extraction and Synthesis
Table II lists the bibliographic and research question data

that was extracted from the 18 selected papers and compiled

for further analysis.
There were in total 9 conference papers, 6 workshop papers

and 3 journal papers included in this study. The year with

the most number of publications was 2016 with 5 papers

published. While none of the journal or conferences made

up a majority of the publication venues, the International

Conference on Software Quality, Reliability, and Security

(QRS) [21] [22], the International Conference on Software

Engineering (ICSE) [23] [24], and the International Require-

ments Engineering Conference (RE) [25] [26] each had 2

publications within our study set.
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TABLE I: PICOC Criteria to Define the Search String for Database Search

Population Intervention Comparison Outcome Context
software quality quality interrelationships

not applicable excluded
software
engineering

Keywords

"nonfunctional requirement",
"quality requirement",
"design constraint"
"software qualit*"

relationship,
dependenc*, conflict,
synerg*, tradeoff, interaction

Fig. 1: The Overall Process of Study Selection

F. Validity Evaluation

In this section, the threats to validity in this study are dis-

cussed. We consider the following types of validity described

in [16]:

1) Descriptive Validity: In this mapping study, this threat

can be considered from two perspectives. One is the potential

for incorrect assessment of the research publications. As

reviewers, we are limited to interpret the intentions of authors.

This is also related to the second threat source, the quality of

self-reporting of the research publications.

Some of the studies did not have clear objectives, contri-

butions and research methodology. This made the selection

process difficult, thus increasing the possibility of inaccurate

selection of relevant studies. Moreover, some of the studies

used different terminology to describe the same concepts,

which could potentially lead to misunderstanding.

To mitigate these threats, we developed a research protocol,

which involved independent evaluation of studies and consen-

sus meetings to verify the assessments.

2) Theoretical Validity: The studies collected through the

database search may not have adequately covered the literature

in the targeted research area due to insufficiency in the search

query. To mitigate this threat, we conducted a backward

and forward snowballing approach to capture relevant studies

which would have been initially missed.

3) Generalizability: Our results may not apply to qualities

in other domains that are not within the context of software

engineering. The study focuses on software product quality,

rather than other types of software quality such as process

quality and service quality. Thus, the findings may not apply

beyond product quality.

TABLE II: Data Extraction Form

Data
Bibliographic Reference Number, Year, Venue Type
RQ 1 Qualities, Quality Basis
RQ 2 Study Purpose, Evaluation
RQ 3 Software Development Stage, Automated
RQ 4 Interrelationships, Interrelationship Strength

IV. RESULTS

This section presents the mapping results and answers the

research questions. Table III lists the characteristics of the

selected studies in detail.

A. RQ1

Overall, 71 distinct qualities were extracted from the se-

lected studies. Figure 2 illustrates the number of qualities

extracted per study, including repeated qualities. The most

frequently mentioned qualities and the bases for their defini-

tions are compiled in Table IV.

According to Mairiza et. al [2], the most commonly con-

sidered non-functional requirements were performance, reli-

ability, usability, security, and maintainability. The top five

most commonly considered quality attributes extracted from

our study were usability, maintainability, security, portability

and reliability.

1) Quality definitions: Most of the selected studies men-

tioned some sort of quality attributes, whether in the format

of product quality or non-functional requirements. Out of 18

studies, 7 studies provided clear definitions on the specific

qualities mentioned in their research. Moreover, 8 studies gave

partial definitions of the quality attributes. These definitions
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TABLE III: The Characteristics of the Selected Studies

Study
ID

Paper
References

RQ 2-1: Study
Purpose RQ 2-2: Evaluation RQ 3: Software

Development Stage
RQ 4: Interrelationship

Strength

Method Reporting Empirical
Study

Case
Study

No
Evaluation Early Others Metric

Reported
No Metric
Reported

S1 [21] X X X X
S2 [27] X X X X
S3 [23] X X X X
S4 [28] X X X X
S5 [29] X X X X
S6 [30] X X X X
S7 [31] X X X X
S8 [32] X X X X
S9 [24] X X X X
S10 [33] X X X X
S11 [34] X X X X
S12 [35] X X X X
S13 [1] X X X X
S14 [36] X X X X
S15 [37] X X X X
S16 [25] X X X X
S17 [22] X X X X
S18 [26] X X X X

TABLE IV: Most Frequent Qualities in Selected Studies

Quality
Attribute Definition Basis Study

ID

Usability

No definition S6, S14

ISO/IEC 25010
S2, S7, S11,
S15, S18

SQuaRE series S3
ISO/IEC 9126 S10
Self-defined S16

Maintainability

No definition S14

ISO/IEC 25010
S2, S7,
S11, S15

SQuaRE series S3
ISO/IEC 9126 S10
Self-defined S17
The System Qualities Ontology,
Tradespace, and Affordability
(SQOTA) ontology

S9, S13

Security

No definition S14

ISO/IEC 25010
S2, S4, S7,
S11, S15, S18

SQuaRE series S3
Self-defined S16

Portability

ISO/IEC 25010 S7, S11, S15
SQuaRE series S3
ISO/IEC 9126 S10
The System Qualities Ontology,
Tradespace, and Affordability
(SQOTA) ontology

S9

Self-defined S8, S17

Reliability
ISO/IEC 25010

S2, S7, S11,
S15, S18

SQuaRE series S3, S5
ISO/IEC 9126 S10

were either extracted from standards, explained in previous

works, or derived from concrete examples of how other sub-

characteristics contribute to the particular quality attribute.

Only the following 2 selected studies failed to provide any

definitions on the mentioned quality attributes.

In S6, the authors identified challenges within the trade-

off of various qualities and demonstrated the possibility of

Fig. 2: Distribution of the Number of Qualities

achieving a balance of trade-offs between high computational

efficiency and other software quality attributes such as usabil-

ity. However, the definitions for such quality attributes were

not explicitly defined. In S14, the authors defined sustainability

in two aspects. However, the quality attributes that contribute

to the different dimensions of sustainability were not explicitly

defined.

2) Consistency Among Definitions: The selected studies

tended to use standards for defining the software qualities.

The most common standard found was ISO/IEC 25010. While

ISO/IEC 25010 is part of a larger standard, the SQuaRE series,

it is differentiated in this mapping study since many of the

studies specified that particular portion of the standard. Others

included additional parts of the series such as ISO/IEC 25022

and ISO/IEC 25023. Figure 3 illustrates the distribution of the

number of selected studies per each type of definition.

Accessibility was defined differently across certain studies.

In ISO/IEC 25010, accessibility is defined as the "degree to

which a product or system can be used by people with the

widest range of characteristics and capabilities to achieve a

specified goal in a specified context of use" [18]. However,
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Fig. 3: Distribution of the Number of Selected Studies per

Definition Basis

TABLE V: Efficiency

Study ID
Efficiency S3, S8, S10, S15, S16
Energy efficiency S18
Resource efficiency S18
Computational efficiency S6
Life cycle efficiency S9
Performance efficiency S3, S11, S18

[21] [22] defined accessibility in the context of being available

and reachable, which involves whether the intended areas of a

software system can be accessed as desired. Similarly, [35]

defined accessibility in the context of provenance, treating

provenance as a resource, that can be accessed by the user.

In ISO/IEC 9126, efficiency was defined as "A set of

attributes that bear on the relationship between the level of

performance of the software and the amount of resources used,

under stated conditions" [38]. Later, efficiency is renamed

"performance efficiency" in ISO/IEC 25010. We found that

when people addressed efficiency in the selected studies, they

tended to mention the specific kinds of efficiency. Table V

shows the types of efficiency extracted from the selected

studies.

Summary of RQ1. We extracted 71 distinct quality attributes

from the selected studies. There has been a shift in the

top qualities being considered within the context of quality

interrelationships. The percentage of studies which do not

provide definitions for the quality attributes has decreased

within our selected set. While people are utilizing standardized

definitions for software qualities, it suggested in S9 to consider

the diversity of definitions across domains as the major weak-

nesses of the current software quality practices. There is also

a rise in studies investigating one specific quality to provide a

deeper understanding on the key activities and contributors

associated with it. These qualities included maintainability

[1] [22], sustainability [36] [37] [26], reliability [29], and

provenance [35]. By doing so, these more complex qualities

can become less ambiguous, so considering the various aspects

individually may be a more productive approach.

B. RQ2

1) Study Purpose: Shown in Table III, of the selected

studies, 12 reported on the actual quality interrelationships

that were found through case studies, surveys, interviews, and

literature (including standards, frameworks, and ontology).

S14 presents a multiple case study which looks to apply

a sustainability model from their prior work. This model

related software sustainability to quality requirements based

on ISO/IEC 25010 using a web-based survey of researchers

and practitioners. In their study, software sustainability is de-

composed into technical, social, economic, and environmental

dimensions; they identified quality attributes with dependency

relationships with the different dimensions. Some quality

attributes had dependencies on multiple dimensions such as

modifiability which contributes to the economic, technical, and

environmental dimensions.

In contrast, the remaining 6 studies reported on methods

or frameworks for identifying or managing quality interrela-

tionships. Both S4 and S16 proposed some frameworks to

assist quality interrelationship identification. In S4, authors

developed a process to support identifications for quality

interactions. In S16, authors proposed an ontological approach

to predict trade-offs between security and usability.

2) Evaluation: Shown in Table III, 7 papers did not present

an evaluation of either the proposed method or the quality

interrelationships being reported. The majority of the evalu-

ations were based on case studies, including usage scenarios

and applications of methods to example systems. Notably, S3

not only evaluated their approach for managing quality using

an empirical study on 21 products, but they also performed

a correlation analysis to evaluate the strength of the quality

interrelationships. In S17, authors performed a large empirical

study on identifying maintainability concerns from issue sum-

maries and using the dependency relationship between issue

summaries to identify the interrelationships among the quality

attributes.

Summary of RQ2. There does not appear to be a strong

preference for methods or relationship reporting studies. Case

studies appear to be the preferred method of evaluation;

however, overall, evaluation remains an issue for studies in

this area.

C. RQ3

1) Software Development Stage: Shown in Table III, of the

selected studies, 8 were applied at the earlier development

stages, while 10 were from other stages. For example, the

approach in S10 addressed software quality interrelationships

for software components. Such components would be evalu-

ated post development. Another example was found in S1 and

S17, where the authors utilized bug reports, which are mostly

generated during the maintenance phase, to illustrate the

potential software quality interrelationships displayed through

the "Block"/"Depends on" relationships among bug reports.

2) Automated Approaches: Of the selected studies, none

extensively used tool support to identify quality interrelation-

ships. The selected studies largely depended on expert ratings
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TABLE VI: Classification of Interrelationships

Relationship Types Study ID

Conflict S2, S3, S4, S6,
S7, S8, S16, S18

Synergy S3, S8, S18

Means-End S3, S5, S9, S10, S11,
S12, S13, S14, S15, S18

Unknown S1, S17

and judgement as input or to verify quality interrelationships.

For example, studies S2 and S5 require experts to evaluate

and perform pair-wise comparisons of qualities. Surveys,

interviews, and questionnaires are also commonly used for

eliciting expert and user opinions on qualities [26] [28] [32]

[36] [37]. S10 reported on sub-characteristics based on various

models and quality experts using Delphi method. Other studies

developed or referenced ontologies and literature in their

approaches [1] [24] [25] [33] [34] [35]. S1 used a classifier to

identify software qualities expressed in issue summaries; the

study relies upon "Block"/"Depends on" relationships being

identified and reported with the issues. S3 mentions use of

static analysis tools to measure quality sub-characteristics of

maintainability, but these did not identify the relationships.

Summary of RQ3. These results could indicate a shift in

focus from addressing software quality interrelationships at

earlier stages of development to approaches that can be used

at differing stages, with roughly equivalent numbers of studies

being applicable to different stages of development. While

it is considered beneficial to address conflicts earlier in the

development life-cycle, two areas which may benefit from

this change are in the handling of new quality requirements

introduced during the development, operation, and mainte-

nance stages as well as for dealing with conflicts in iterative

development processes such as Agile. Automated, tool-assisted

approaches were largely absent from our selected studies, and

there remains a reliance on experts for addressing quality

interrelationships.

D. RQ4

1) Types of Relationships: We identified the interrelation-

ships between software qualities described in each study and

classified the following types of interrelationships.

• Conflicts: increasing one quality decreases another

• Synergies: increasing one quality increases another

• Means-ends: breaking down higher level qualities into

sub-quality attributes

• Unknown: the interrelationship could be any of the above

As shown in Table VI, means-end interrelationships have

the most number of occurrences, followed by conflict in-

terrelationships. Less than half of the studies that presented

conflicts also reported synergy type interrelationships. None

of the selected studies reported solely the synergy type.

S1 and S17 proposed an approach that determines quality

interrelationships based on dependencies between bug reports.

The qualities are related to each other by the bug report

dependencies, so the interrelationship described might fit into

any of conflict, synergy, or means-end. Thus we separated the

studies into an "unknown" category.

We have identified 35 distinct synergy interrelationships and

54 conflict interrelationships. The most frequently mentioned

synergy interrelationship is security and reliability (S2, S15

and S18). The most frequently mentioned conflict interrela-

tionship is functional suitability and usability (S3 and S18).

Interestingly, we found that 4 interrelationships appeared in

both synergy and conflict pairs. In S15, security and usability,

usability and reliability are listed as synergies; however they

appear as conflicts in S2. Similarly maintainability and relia-

bility, portability and usability are listed as conflicts in S15;

however they appear as synergies in S2 and S3 respectively.

2) Interrelationship Strength: Shown in Table III, of the

selected studies, 7 considered some measurements of the

strength of the interrelationships, which varied across studies.

Studies S2 and S4 considered interrelationship strength based

on relative impact: whether there is a positive, negative, or

no impact between qualities. S5 used relative importance

of qualities as defined by practitioners as part of their ap-

proach. Interrelationship strength was determined based on the

Spearman’s Rank correlation in S3 and S15. S18 additionally

built regression models relating software qualities to different

aspects of environmental sustainability.

Summary of RQ4. While the studies did not tend to use the

language of examining synergies in their approaches, while

attempting to address and evaluate conflicts, they identified

synergies nonetheless. Quality attributes may relate differently

in various contexts; some quality pairs identified in S15, which

focuses on the sustainability domain, were opposite of S2 and

S3. However, we did not see this occur for S6 or S11 which

deal with the domains of high performance computing and

Internet of Things respectively. Further work should be done

to compare how much of an effect domain has on the types

of quality interrelationships. In addition, almost half of the

studies considered some type of measurement for the degree

of inter-relatedness; however, there did not appear to be a

predominant approach for measurement.

V. CONCLUSION

In this paper, we have reported a systematic mapping study

of 18 carefully selected studies after 2015 to explore the

new trends on the topic of software quality interrelationships.

First, we have identified a set of research gaps gathered from

previous reviews. We then proposed a number of research

questions related to how software qualities are defined, the

study purposes and evaluation, types of approaches, and the

interrelationships these selected studies mentioned. We have

sought to answer these questions and provided a systematic un-

derstanding of the selected studies, which have been discussed

in depth against the research gaps. The overall conclusion that

stems from our review results is that there have been improve-

ments in the area of software quality interrelationships, yet a

number of gaps still need to be filled.

In conclusion, we believe that our review is timely and im-

portant, as it reports on the results of recent trends in software
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quality interrelationships. More significantly, by comparing

our findings to a set of research gaps identified from reviews

prior to 2015, we gained understanding on what has been done

and what still needs to be addressed.
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